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Abstract

Graph neural networks (GNNs) leverage the connectivity and struc-
ture of real-world graphs to learn intricate properties and relation-
ships between nodes. Many real-world graphs exceed the memory
capacity of a GPU due to their sheer size, and training GNNs on such
graphs requires techniques such as mini-batch sampling to scale.
The alternative approach of distributed full-graph training suffers
from high communication overheads and load imbalance due to the
irregular structure of graphs. We propose a three-dimensional (3D)
parallel approach for full-graph training that tackles these issues
and scales to billion-edge graphs. In addition, we introduce opti-
mizations such as a double permutation scheme for load balancing,
and a performance model to predict the optimal 3D configuration
of our parallel implementation — Plexus. We evaluate Plexus on
six different graph datasets and show scaling results on up to 2048
GPUs of Perlmutter, and 1024 GPUs of Frontier. Plexus achieves
unprecedented speedups of 2.3—12.5X over prior state of the art,
and a reduction in time-to-solution by 5.2—8.7x on Perlmutter and
7.0—54.2% on Frontier.
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1 Motivation

Graphs are used to represent irregular structures and connections
that are ubiquitous in the real-world, such as molecular structures,
social networks, and financial transaction networks. In recent years,
graph neural networks (GNNs) have emerged as a powerful class of
neural networks capable of leveraging the inherent expressiveness
of graphs to learn complex properties and relationships within them.
Among GNNs, the Graph Convolutional Network (GCN) [19] is the
most popular and widely adopted, and serves as the foundation
for numerous extensions, including the Graph Attention Network
(GAT) [39] and the Graph Isomorphism Network (GIN) [46]. Unlike
traditional convolutional neural networks [21], which operate on
fixed-size neighborhoods, GCNs exploit the irregular structure and
connectivity of graphs.

Real-world graphs are often extremely large, and datasets repre-
senting them frequently exceed the memory capacity of a single
GPU. Kipf et al. [19] recognize this limitation of their seminal work
and suggest mini-batch training for scaling to larger graphs, where
a small subset of nodes is used in each iteration to update the model.
Since efficient and scalable full-graph based approaches are miss-
ing, most modern frameworks such as PyTorch Geometric [13] and
DGL [43] use mini-batch training as their default.

In mini-batch training, in a single GCN layer, nodes in the mini-
batch first collect information from their immediate neighbors. By
aggregating feature embeddings from a node’s neighborhood and
applying a feed-forward transformation, GCNs can address tasks
such as node-level, link-level, and graph-level predictions. For a
model with K such GCN layers, a node aggregates features from its
K-hop neighborhood. However, even for small values of K, this can
quickly result in a phenomenon known as neighborhood explosion,
accessing large portions of the graph and undermining the effi-
ciency of mini-batch training [9]. To mitigate this issue, sampling
algorithms such as GraphSAGE [15] and FastGCN [8] are typically
applied alongside mini-batch training to reduce the number of
neighbors considered, thereby lowering memory consumption.

While sampling is widely used, it comes with inherent limita-
tions. Most notably, sampling introduces approximations that can
lead to degradation in accuracy [17]. Further, CPU-GPU data trans-
fers in sampling often dominate training time and add unnecessary
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complexity [49]. Full-graph training, on the other hand, can achieve
competitive performance without these trade-offs in many scenar-
ios as shown by Jia et al’s ROC framework [17]. Full-graph training
makes no approximations in the training process and avoids the
complexity of choosing an appropriate sampling strategy with suit-
able hyperparameters. For these reasons, in this work, we focus on
the full-graph training paradigm, avoiding any approximations.

Graphs are typically represented as adjacency matrices with a
non-zero entry for each edge. The non-zero entries are sparsely
and unevenly distributed across the matrix. Among the six graphs
we use for evaluation in this work, the fraction of zeros in the ad-
jacency matrix ranges from 99.79% to 99.99%. The largest of these
graphs has ~111 million vertices and ~1.6 billion directed edges.
These characteristics of graphs introduce several challenges in par-
allelizing the training. First, high memory requirements necessitate
distributing the graph and its features, and the associated com-
putation across multiple GPUs. This incurs high communication
overheads due to the need to synchronize large intermediate acti-
vations and gradients between GPUs. Consequently, parallel GNN
training quickly becomes communication-bound, making it difficult
to scale efficiently to a large number of GPUs. Second, the aggrega-
tion phase involves Sparse Matrix-Matrix Multiplication (SpMM),
which dominates the computational time and suffers from poor
performance on GPUs due to irregular memory access patterns and
low data reuse. Third, unevenly distributed sparsity patterns in the
adjacency matrix can lead to significant computational load imbal-
ance across different GPUs, which can ripple through an epoch,
and impact communication times as well.

In order to address the challenges mentioned above, we propose
a three-dimensional (3D) parallel algorithm that enables scaling to
large graphs by distributing all matrices efficiently across multiple
GPUs, and parallelizes all matrix multiplication computations in-
volved in training. Our approach draws inspiration from Agarwal et
al’s 3D parallel matrix multiplication algorithm [3], which has been
used in several distributed deep learning frameworks, including
Colossal-AT’s unified deep learning system [24], AxoNN [34, 35],
and Eleuther AT’s framework OSLO [1]. We introduce several opti-
mizations in our baseline implementation to improve performance
further. One optimization is a double permutation scheme, which
ensures a near-perfect even distribution of non-zeros across dis-
tributed matrices, which helps eliminate load imbalance. We also
develop a performance model that helps users select an optimal
configuration for mapping computation to a 3D virtual GPU grid.
This eliminates the need for exhaustive testing of different 3D con-
figurations while ensuring robust performance outcomes.

Our key contributions are summarized as follows:

e We present Plexus?!, an open-source 3D parallel framework
for full-graph GNN training that scales to massive graphs
and large GPU-based supercomputers.

e A performance model to identify the optimal configuration
for arranging GPUs within a 3D virtual grid.

o Performance optimizations, including a double permutation
scheme to mitigate load imbalance, and blocked aggregation
to reduce performance variability.

https://github.com/hpcgroup/plexus

Ranjan et al.

e Unprecedented scaling to 1024 GPUs on Frontier at OLCF
and 2048 GPUs on Perlmutter at NERSC - the largest-scale
full-graph GNN training reported to date.

e Significant speedups, achieving 2.3—12.5x faster training
than state-of-the-art frameworks, and cutting time-to-solution
by 5.2—8.7% on Perlmutter and 7.0—54.2X on Frontier.

2 Background and Related Work

In this section, we provide an overview of how GNNs work, different
training paradigms for GNNs, as well as challenges associated with
distributed full-graph GNN training. We also present existing GNN
frameworks and their limitations, motivating the need for our work.

2.1 Mathematical Formulation of a GCN layer

Similar to other ML models, GCNs can have different downstream
tasks depending on the application. They can be used for predicting
whether an edge exists between two nodes, predicting a holistic
property of the whole graph, predicting classes for individual nodes,
etc. In this work, we focus on the node-level classification task.
However, we note that our method can be easily be adapted to
other downstream tasks as well. The primary goal of a GNN in
this setting is not only to learn a function that maps nodes to
their target outputs but also to learn high-quality, low-dimensional
node embeddings that place similar nodes close together in the
embedding space. In this section, we will show how this task is
formulated using a GCN.

The edges in a graph are represented by a sparse adjacency ma-
trix A € RN*N where N is the number of nodes in the graph. Prior
to training, self-loops are added to A so that each node’s learned
representation includes its own features. A is then normalized by
scaling each edge A, , by ﬁ where d,, and d, are the degrees
of nodes u and v respectively. This is common practice to mitigate
numerical instabilities such as exploding/vanishing gradients [19].

The forward pass of a Graph Convolutional Network (GCN) layer
i consists of three key steps:

(1) Aggregation: Each node has a low-dimensional feature vector
associated with it. These feature vectors are stored in the features
matrix ' € RN*P" where D is the features dimension at layer i.
In the first step of the forward pass, every node aggregates the fea-
tures from its immediate neighbors using an aggregation operator
like sum and captures the local graph structure. This is achieved by
performing an SpMM - multiplying the adjacency matrix A with
the features matrix F/ € RN xD! This results in an intermediate
matrix HL € RN*DY
aggregation output
[ eereeron ouper
HY = SpMM ( A, FY ) (2.1)

adjacency matrix T chaturcs matrix

Without loss of generality, this is shown for the undirected case.
For directed graphs, the adjacency matrix can be transposed for
aggregation of features from incoming neighbors.

(2) Combination: The aggregated features are transformed into a
; Li Li
new low-dimensional space using a weight matrix W- € RP™'*P "

. . . . . i Li+1
resulting in an intermediate matrix QX € RN*P™"
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Figure 1: Different paradigms of GNN training that can be combined together, shown in four quadrants. Each quadrant shows
a sample graph and its adjacency matrix. Blue nodes are part of the batch and grey nodes are not. Solid lines indicate edges
considered during aggregation, and dashed line represent edges that are not considered. Red values in the adjacency matrix

indicate that an entry has been modified.

combination output

—————

Qli :SGEMM( HY , W ) (2.2)

aggregation output

(3) Activation: A non-linear activation function o (e.g. ReLU) is

then applied to Q™, yielding the output matrix for the current layer

FLi+l ¢ RNXD"™! This will be used as the input to the next layer.

output matrix
= o (QLl )
combination output

The corresponding backward pass for layer i involves computing
gradients as follows:

FLi+1 (23)

(1) Compute the gradient of the loss £ with respect to Q:

oL oL o (Q“)

aQLi = OFLi+1
(2) Compute the gradient of the loss with respect to the weight
matrix Wi

(2.4)

oL

awii #3)

:SGEMM((HLi)T ‘M)

’ aQLi
(3) Compute the gradient of the loss with respect to H-:

2L _sGemm (%’ii, (w“)T)

e (2.6)

(4) Compute the gradient of the loss with respect to F-:

oL oL
—— =SpMM |AT, — 2.7
oFLi p ( oHLi ) ( )

The gradient ;F—fo at the first layer is then used to update the

input features and learn meaningful node embeddings.

2.2 Different Paradigms of GNN Training

Four main GNN training paradigms exist (see Figure 1). Full-graph
training (upper-left) uses the entire graph in each iteration, updat-
ing all node features and requiring the entire graph in memory.
This makes no approximations but is memory-intensive. Mini-batch
training (upper-right) updates only a small subset of nodes per iter-
ation (e.g., Nodes 0 and 3), but suffers from neighborhood explosion
in deeper GNNs [9]. To address this, Mini-batch sampling (bottom-
right), the most common paradigm, combines mini-batching with
neighbor sampling at each layer and only uses some edges for ag-
gregation. Finally, Full-graph sampling (bottom-left) uses the entire
graph as a batch but samples edges, which is less common.

While there are some sampling algorithms that have fairly suc-
cessful adoption, they still lack a community standard. Graph-
SAGE [15] samples a fixed number of neighbors per node, while
FastGCN (8] samples per layer. LADIES enhances FastGCN by con-
sidering inter-layer dependencies [52]. Cluster-GCN [11] samples
within dense subgraphs. Recent work explores adaptive sampling
(GRAPES [48]) and handling homophilic/heterophilic graphs (AGS-
GNN [12]). However, sampling introduces a trade-off between ac-
curacy and efficiency, causing bias and variance [25] in training.
The limited scale of graphs used in these studies (max of 2.5 million
nodes) raises concerns about information loss on larger, real-world
datasets with different structural properties. Consequently, the ef-
fectiveness of sampling remains inconclusive, motivating our focus
on distributed full-graph training.

2.3 Distributed Full-graph GNN Training

Early distributed full-graph GNN training frameworks include
ROC [17], which partitions graphs using online linear regression
and balances CPU-GPU transfer with GPU memory. CAGNET [38]
uses tensor-parallel algorithms (1D, 1.5D, 2D, 3D) for SpMM. While
the 2D and 3D algorithms offer asymptotic communication reduc-
tion, the 1D and 1.5D algorithms scale better due to lower constants.
A sparsity-aware version of CAGNET’s 1D/1.5D algorithms [26]
improves performance by communicating only necessary features.
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Figure 2: An overview of the 3D tensor parallel algorithm for GNN training. Eight GPUs are arranged in a 3D grid (X=Y=Z=2)
and matrices in layer 0 of the network are distributed across different planes (shown in different colors).

MG-GCN [6] optimizes CAGNET with communication-computation
overlap. RDM [20] builds on CAGNET with near communication-
free training by replicating one of the matrices.

Other full-graph frameworks introduce approximations for scala-
bility. BNS-GCN [41] partitions with METIS and samples boundary
nodes, but its convergence on diverse datasets needs further vali-
dation. PipeGCN [42] pipelines communication and computation,
potentially causing stale features/gradients, with sensitivity vary-
ing across graphs. DGCL [7] minimizes communication using graph
characteristics and cluster topology. NeutronTP [4] uses tensor par-
allelism by only distributing the features to avoid load imbalance.

Table 1: Summary of state of the art in distributed full-graph
GNN training. The number of nodes and edges of the graph
datasets, and number of GPUs are the largest values reported
in each paper.

Name Year #Nodes #Edges # GPUs
AdaQP [40] 2023 25M  114M 8
RDM [20] 2023 3M 117M 8
MG-GCN [6] 2022 111M 1.6B 8
Sancus [30] 2022 111M 1.6B 8
MGG [45] 2023 111M 1.6B 8
DGCL [7] 2021 3M 117M 16
ROC [17] 2020 9.5M 232M 16
NeutronStar [44] 2022 42M 1.5B 16
GraNNDis [36] 2024 111M 1.6B 16
NeutronTP [4] 2024  244M 1.7B 16
CDFGNN [50] 2024 111M 1.8B 16
PipeGCN [42] 2022 111M 1.6B 32
CAGNET [38] 2020 142M  231M 125
BNS-GCN [41] 2022 111M 1.6B 192
SA+GVB [26] 2024 111M 1.6B 256

Plexus (this work) 2025  111M 1.6B 2048

Table 1 shows limited scaling across many GPUs in existing full-
graph works, with a handful using more than 16 GPUs. Many focus
on 1D SpMM variants, lacking a practical scalable 3D algorithm
despite its theoretical communication advantages. This motivates
Plexus, our framework aiming for approximation-free, scalable 3D
full-graph training for large graphs and high GPU counts.

3 A Three-dimensional Tensor Parallel
Approach to Full-graph GNN Training

We now describe our approach to parallelizing a GCN layer and
the entire network, and our adaptation of Agarwal’s 3D parallel
matrix multiply algorithm for GNN training in Plexus.

3.1 Parallelizing a Single GCN Layer

Tensor parallelism is a popular strategy for parallelizing GNN train-
ing. While previous works have experimented with 1D to 3D tensor
parallel approaches, in this work, we focus on 3D tensor parallelism.
We take inspiration from Agarwal et al’s three-dimensional (3D)
parallel matrix multiplication algorithm [3] for distributing matri-
ces and parallelizing matrix multiplication kernels across multiple
GPUs. Below, we describe how we adapt this 3D matrix multiplica-
tion approach to parallelize GNN training and Sparse Matrix-Matrix
Multiplication (SpMM) computations.

Given a number of GPUs, G, in a job allocation, we first arrange
the GPUs into a 3D virtual grid. We refer to the number of GPUs
along each dimension as Gy, Gy, and G, respectively, such that
G = Gx X Gy X G,. Each GPU creates process groups that allow it
to communicate with its neighbors in each of the three dimensions
of the grid. The matrices in a layer are then distributed across this
grid. Here, we describe how this is done for the first layer of the
GCN, and this can be applied similarly to the other layers.

First, we shard (divide and map to different GPUs) the sparse
adjacency matrix, A, across the ZX-plane and replicate it across the
Y-parallel process group (see Figure 2). Then we shard the input
features matrix, FL°, across the X Y-plane and further shard it across
the Z-parallel process group. The reason that FX? is sharded and not
replicated across the third process group is to save memory. Since
the input features are made trainable to learn node embeddings,
they have gradients and optimizer states associated with them
which are additional memory requirements. Finally, we shard the
weights across the YX-plane and also further across the Z-parallel
process group due to the additional memory requirements of the
gradients and optimizer states. Figure 3 shows the shapes of the
matrix shards (sub-blocks or sub-matrices) for layer 0.

Pseudo code for the forward and backward pass of layer 0 is
shown in Algorithm 1 and 2 respectively. Before describing the
algorithm, note that when we refer to any matrix, it is a shard
of that matrix on a given GPU. Lines 3-5 show the aggregation
step, in which the input features matrix shard F is all-gathered
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Figure 3: Shapes of the matrix shards (sub-blocks) in the first
layer on a single GPU, showing two key matrix multiplica-
tions in the forward pass.

across the Z-parallel process group since it is additionally sharded
across this dimension of the grid. The adjacency matrix shard A is
then multiplied with F to get the aggregation output H. Since this
results in a partial output, an all-reduce is performed on H across
the X-parallel process group.

Algorithm 1 Forward Pass of Layer 0

1: function FORWARD(A, F, W)

2: // Step 1: Aggregation

3: All-gather F across Z-parallel group
4 H = SpMM(A, F)

5 All-reduce H across X-parallel group

6: // Step 2: Combination

7: All-gather W across Z-parallel group
&  Q=SGEMM(H W)

9 All-reduce Q across Y-parallel group
10: // Step 3: Non-linear Activation

11 F=0(Q)

12: Return F

13: end function

Lines 7-9 show the next combination step. First, the weights
matrix shard W is all-gathered across the Z-parallel process group
since it is additionally sharded across this dimension of the grid.
The intermediate output from the aggregation is then multiplied
by the weights matrix. This again results in a partial output Q,
which is all-reduced across the Y-parallel process group. Finally,
we apply a non-linear activation on this and return it to be used in
the next layer (lines 11-12). These series of matrix multiplications
and all-reduce steps are also demonstrated visually in Figure 2. The
backward pass for the first layer is shown in Algorithm 2.

3.2 Parallelizing All Layers in the Network

The parallelization of other layers in the GNN is similar to the
first layer but we need to address a subtle but important detail
first. As can be seen in Figure 2, the output of the first layer FL!
is sharded across the ZX-plane. However, this will also be the
input to the next layer, which becomes an issue since the adjacency

SC ’25, November 16-21, 2025, St Louis, MO, USA

Algorithm 2 Backward Pass of Layer 0

1: function BACKWARD(%)
2 95 =SGEMM(H, %5)
oL

3 Reduce-scatter ;- across Z-parallel group

4 All-gather W across Z-parallel group
s 2L =SGEMM(25, W)

50"
6: All-reduce % across X-parallel group

7 2L =spMM(AT, L)

8 Reduce-scatter % across Z-parallel group
9: Return 2£ 9L

9F > oW
10: end function

matrix A of the next layer is also sharded across the ZX-plane,
and so the dimensions of the two matrices are incompatible. To
resolve this, we either need to communicate F'! to the XY-plane
or communicate A to the YZ-plane. Unfortunately, these solutions
would add increased communication complexity and are non-trivial
to implement efficiently.

To address this problem, we store a separate shard of the adja-
cency matrix AL! that is sharded across the YZ-plane for the next
layer L1. Similarly, for the third layer L2, we store a shard of the
adjacency matrix A2 that is sharded across the XY-plane. This
ensures that the dimensions of the matrices are compatible for local
computations. This scheme is shown in Figure 4, where we can see
how the three adjacency matrix shards allow for the output of one
layer to be used as the input for the next layer. Importantly, this
does not result in needing more than three unique shards of the ad-
jacency matrix. The output of the third layer F® is sharded across
the XY-plane, which is the same plane that FI° is sharded across.
So for the fourth layer L3, we can now reuse A and then repeat
using the same adjacency matrix shards for subsequent layers.

This process of cycling through three different adjacency shards
for different layers also changes a few communication steps in Al-
gorithm 1. For subsequent layers after the first one, the features
matrix F will only be sharded across two dimensions of the grid
since it does not have optimizer states like the input features. This
means that the first all-gather in the forward pass (line 2) will not
take place. Likewise, the last reduce-scatter (line 8) in the backward
pass is changed to an all-reduce since the gradients are replicated
across the third process group. Using different shards of the adja-
cency matrix is the main change to parallelize all the layers of the
model and the core idea remains the same.

4 Performance Model

Next, we describe the performance model we have developed to
identify near-optimal 3D configurations of the virtual GPU grid.
We model both the SpMM computation and communication times.

4.1 Modeling Computation

Plexus shards matrices such that local matrix operations should
take the same amount of time across different 3D configurations,
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Figure 4: Applying the 3D tensor parallel algorithm to all layers of a 3-layer GCN, connecting the output of one layer to the
input of the next using unique shards of the adjacency matrix.

assuming a uniform distribution of nonzeros. We show this in the
derivation below, where we see that the total number of FLOPs
needed to calculate the aggregation output H is a term that is
constant across all configurations for G = Gy x Gy, X G, GPUs.
Given the number of nodes in the graph N and the input features
dimension D, the number of elements in H in the first layer is:

number of nodes input features dimension

—_— v
N DLO

G X G (4.1)
z y

Given the number of nonzeros in the adjacency matrix NNZ, the
number of floating point operations per element is:

number of nonzeros

2X NNZ

O| ——— 4.2
N X Gy “2)
Hence, the total number of floating point operations to calculate
the aggregation output H is a result of multiplying the expressions
in equations (4.1) and (4.2) together:

2 x NNZ x DM
o|————— (4.3)
G

number of GPUs

Despite expecting similar computation times for different 3D
configurations, in practice, we observe that SpMM times vary across
configurations. We hypothesize that shorter-fatter dense matrices
lead to more efficient SpMMs. This is consistent with the literature
optimizing tall-skinny dense SpMM. Yang et al. [47] propose row-
splitting for coalesced memory access, which they note is more
efficient with fewer nonzeros per row. This is achieved by con-
figurations in our algorithm reducing the common dimension of
local multiplications. Selvitopi et al. [32] show non-ideal scaling of
SpMM time with the number of processors and that the algorithm
choice can impact scaling.

To test our hypothesis, we took the adjacency and feature matri-
ces from ogbn-products and multiplied them under two different
configurations for 64 GPUs. In config U, G, = 64 and the common
dimension is sharded by 64, reducing the number of nonzeros per
row. In config V, G, = 64 and the columns of the dense matrix

are sharded by 64, making it skinny. Both of these have the same
workload in terms of the number of FLOPs. However, we observed
that V was ~8x slower. After profiling with Nsight Compute [28]
(metrics in Table 2), we noticed that it launched ~64 times more
blocks, which is proportional to its 64X larger common dimen-
sion size. This means less work per block and a higher number of
smaller memory requests. Consequently, V’s L2 Cache and DRAM
throughput were drastically lower, and uncoalesced global memory
accesses were much higher, indicating poor memory access pat-
terns and suboptimal memory utilization in the tall-skinny dense
SpMM regime.

Table 2: Nsight Compute metrics for SpMM(A, H) on a single
GPU for two configurations of Plexus - U (G, = 1, G, = 64,
Gy=1)and V (G, =1,G, =1,G, = 64).

Metric U \Y%
Grid Size 20,223 1,313,241
Uncoalesced Global Memory Access Sectors 84,960 3,939,912
L2 Cache Throughput 61.31 12.65
DRAM Throughput 72.83 8.24

In Plexus, we introduce a computational model to predict which
configurations result in more efficient SpMMs. The model is shown
for the first layer using the equations below:

flops_cost = NNZ x DY

N Gy
fwd Ity = — X —
wd_penalty . = Do

N Gy

bwd_penalty = G X Dio

comp_cost = +/flops_cost

X (1 + fwd_penalty + bwd_penalty)

(4.4)

The first term flops_cost is proportional to the total FLOPs, which
is the number of nonzeros NNZ in the sparse matrix A multiplied
by the number of columns D in the dense matrix F. The second
term fwd_penalty ranks certain configurations as better than others
based on the matrix shape. This term is first weighted proportional
to the size of the matrix F’s first dimension: N/G, (the common
dimension). It is then weighted inversely proportional to the size of
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the second dimension of F: D'°/G,. This penalizes configurations
causing tall-skinny dense matrices. A similar calculation is done
for the backward pass SpMM.

The final computational cost is calculated as the square root of
flops_cost (to reduce outlier impact of larger matrices), multiplied
by penalty terms to account for poor matrix shapes, and summed
across all layers. To convert this to time, we performed runs on
Perlmutter across various datasets, configurations, and GPU counts
(including all ogbn-products configurations on 64 GPUs). We then
used scikit-learn [29] to fit a linear regression model to these 67
data points, determining coefficients for our three terms to predict
SpMM time for any configuration.

To validate our model, we used a random train-test split of 70-30
for 1000 independent iterations. We recorded an average R? of 0.89
and RMSE of 16.8 ms for the train splits, and an average R? value
of 0.79 and RMSE of 20.1 ms for the test splits, indicating that the
model is able to predict the SpMM time with a relatively high degree
of accuracy and can generalize fairly well. The learned coefficients
for the three terms are approximately 7.8 X 107%,7.8 x 1071% and
—-2.6x10710.

4.2 Modeling Communication

Different 3D grid configurations significantly impact communi-
cation time and overall performance, especially at scale. Optimal
configuration selection is non-trivial. Several works model com-
munication time for distributed deep learning, such as ATP [10],
Alpa [51], AxoNN [34, 35], Oases [23], and DGCL [7]. Plexus adapts
AxoNN’s communication model [35], which uses ring algorithm
equations from Thakur et al. [37] and Rabenseifner [31]. The latency
term is omitted since the messages are large and bandwidth-bound.
The all-reduce time for a buffer of size M across G GPUs with
bandwidth f can be modeled as:

time
— » [G-1
Tall-reduce = — X G

bandwidth

Plexus extends this across layers by using the appropriate matrix
dimensions and process group sizes for each layer, as described in
Section 3.2. The model considers GPU topology, prioritizing Y, X,
and then Z parallelism within a node. If a process group is within
a node, it can utilize intra-node bandwidth fipr,. Otherwise, it is
bound by inter-node bandwidth finter, which can potentially be
lower due to link contention. We show how this is calculated for S,
bandwidth along the Z-parallel group, in the following equation:

ﬁintra
ﬁz = { Pinter

min(Gpoge.Gx XGy )

number of GPUs

X M (4.5)

if Gx X Gy X G, < Gpode

4.6
otherwise (4.6)

where Gyode is the number of GPUs within a node.

After the effective bandwidths are similarly calculated for §, and
By, we can plug them in to the equations for each collective and
calculate the predicted communication times for each configuration.

4.3 Unified Performance Model

We combine predicted SpMM time and communication time to
estimate total epoch time for each configuration, neglecting smaller
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dense computation and loss calculation. Figure 5 shows results for
ogbn-products on 64 Perlmutter GPUs, indicating better perfor-
mance for 3D configurations over 2D and 1D. The three-layer GCN
favors symmetric configurations for balanced communication and
SpMM efficiency. As we can observe, a strong correlation exists
between predicted and observed epoch times, accurately predicting
top configurations.

Predicted vs. observed time for ogbn-products on 64 GPUs (Perimutter)
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Figure 5: Validating the performance model for the ogbn-
products dataset on 64 GPUs of Perlmutter.

5 Performance Optimizations

Parallelizing graph neural networks can pose unique challenges
in the form of load imbalance caused by uneven sparsity patterns
and high communication overheads arising due to the extremely
large sizes of graphs. We address some of these issues in Plexus by
introducing several optimizations that improve the performance of
our framework.

5.1 Double Permutation for Load Balancing

The sparse and uneven distribution of nonzeros in the adjacency
matrix can cause load imbalance among matrix shards assigned
to different GPUs, leading to computational stragglers and slower
training. Graph partitioners such as METIS [18] can be used to par-
tition graphs to minimize edge cuts and balance vertices, which is
beneficial for fine-grained communication. However, the all-reduce
in Plexus is performed on dense aggregation outputs and does not
require graph structure awareness for communication. While graph
partitioners distribute rows/nodes, our 2D matrix decomposition
requires even nonzeros to be evenly distribution across 2D shards.

Node permutation offers a simple solution without complex opti-
mization or graph structure knowledge. Unlike graph partitioning,
which requires re-partitioning for different GPU counts, permuta-
tion is a one-time preprocessing step for each graph dataset. The
naive permutation scheme uses a permutation matrix P to map
original node indices to permuted indices.
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output features adjacency matrix

FIU = 0'(( P A PT) (P FLo ) wio ) (.1)

permutation matrix T input fcaturcsT

Fli=g ((PAPT) FLHWLi’l) (.2)

Equation (5.1) is used for the first layer and (5.2) is used for all
subsequent layers. The same permutation is applied to adjacency
matrix columns and input features rows to maintain output consis-
tency for subsequent layers. This preprocessing step significantly
reduces load imbalance. However, due to dense graph clusters, a
single permutation is insufficient, as nonzeros remain concentrated
around diagonal blocks. To further disrupt community coupling,
we apply distinct permutations (P, for rows, P, for columns) to the
adjacency matrix, repeating this two-permutation scheme every
two layers for more effective nonzero redistribution. This requires
storing two adjacency matrix versions.

permutation matrix for rows

Fll=g (( 1§, APT ) (PCFLO) WLO) (5.3)

Fli=g ((PCAP,T ) FLHWLH) (5.4)

Alternating between two permutations (P, and P.) further bal-
ances computation by disrupting tightly coupled communities. Ta-
ble 3 shows near-perfect load balance on the europe_osm dataset
(8x8 shards) with double permutation, outperforming the naive
single permutation.

Table 3: Comparison of different permutation methods, show-
ing the ratio of the maximum number of non-zeros to the
mean across 8x8 shards of the adjacency matrix for the eu-
rope_osm dataset.

Method Max/Mean
Original 7.70
Single permutation 3.24

Double permutation (this work) 1.001

Adopting this optimization increases the memory required to
store each adjacency matrix shard by a factor of two. Since the
number of such shards is min(3, L) for L GCN layers, the memory
overhead of storing the shards after applying this optimization
then becomes min(6, L). Given that the number of GCN layers is
typically small (two to four) to avoid oversmoothing [22], this is a
reasonable trade-off for improved load balance and performance.

5.2 Blocked Aggregation

While our double permutation achieves near-perfect adjacency
matrix load balance, we observed performance variability in the
forward pass SpMM across epochs on larger datasets (Isolate-3-8M,
products-14M) for a modest number of GPUs (8-32). This leads to
load imbalance in the subsequent all-reduce and increased average
epoch time. To address this, we optimized the aggregation by block-
ing the sparse adjacency matrix into smaller row-blocks, since we
did not observe this for smaller matrices. After each block’s SpMM,
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an all-reduce is performed on it, and blocks are concatenated at
the end. This mitigated performance variability in the SpMM, and
significantly reduced communication also as a side effect, as shown
in Figure 6 (left).

Impact of Blocking (Perlmutter) Impact of Tuning (Frontier)
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Figure 6: Impact of blocked aggregation on performance for
Isolate-3-8M on 16 and 32 GPUs of Perlmutter (left). Impact
of dense matrix multiplication tuning on performance for
products-14M on 512 and 1024 GCDs of Frontier (right).

5.3 Dense Matrix Multiplication Tuning

Despite dense matrix multiplication taking a small amount of time
in our workloads, we observed scaling issues on Frontier at high
GCD counts (>= 512 GCDs) with large datasets (such as Isolate-3-8M
and products-14M) for the % calculation, where the first matrix
was transposed. GEMM BLAS kernels have NN, NT, TN, TT modes
with varying performance (e.g., NT and TN can be slower [33]). We
optimized these dense kernels by reversing the multiplication order:

T
% = (SGEMM (%T, H )) . Figure 6 (right) shows a significant
time reduction for this GEMM on Isolate-3-8M (from ~50 ms to

negligible), enabling Plexus to scale to 1024 GCDs on Frontier.

5.4 Parallel Data Loading

Many GNN frameworks load entire datasets into CPU memory
before transferring shards to the GPU, which is unsustainable for
large graphs. Plexus implements a parallel data loader to avoid
this. It shards processed data into 2D files offline (e.g., 8x8), and
the data loader for each GPU only loads, merges, and extracts the
shards it needs. This significantly reduces CPU memory usage and
data loading time. For ogbn-papers100M on 64 GPUs, CPU memory
requirements decreased from 146 GB to 9 GB (16x16 shards), and
loading time from 139s to 7s with parallel data loading.

6 Experimental Setup

Below, we provide details of the experimental setup used to evaluate
Plexus, including the supercomputer platforms and datasets used,
model details, and other state-of-the-art (SOTA) frameworks we
compare against.

6.1 Details of Supercomputer Platforms

Our experiments were conducted on Perlmutter at NERSC, Lawrence
Berkeley National Laboratory, and Frontier at OLCF, Oak Ridge
National Laboratory. The GPU partition of Perlmutter is connected
by the HPE Slingshot 11 network, and has two kinds of compute
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nodes. 1,536 nodes have four NVIDIA A100 GPUs each with 40 GB
of HBM2 memory per GPU. 256 additional nodes have four A100
GPUs with 80 GB of HBM2 memory per node. We use the 80 GB
nodes for runs on 64 and 128 GPUs for the largest dataset. Frontier
is also a Slingshot 11 supercomputer with 9,856 compute nodes.
Each node on Frontier has four AMD Instinct MI250X GPUs, each
with 128 GB of HBM2E memory. Each MI250X GPU is partitioned
into two Graphic Compute Dies (GCDs) and each GCD appears as
a separate device for launching GPU kernels. The A100 GPU has
a peak of 19.5 FP32 Tflop/s, and the MI250X GPU has a peak of
47.9 FP32 Tflop/s. There are four NICs per node on both systems
with an injection bandwidth of 25 GB/s. We use PyTorch Geometric
2.6.1, and PyTorch 2.6.0 with CUDA 12.4 on Perlmutter, and ROCm
6.2.4 on Frontier.

6.2 Description of Graph Datasets and the GNN

We conduct experiments using graph datasets of varying sizes, as
shown in Table 4. The Reddit dataset is available through PyTorch
Geometric, and contains post data from September 2014, with indi-
vidual posts as nodes and edges connecting two posts if the same
user commented on both [15]. The ogbn-products dataset is part
of the Open Graph Benchmark (OGB) [16], and depicts Amazon’s
product co-purchasing network, where nodes are products sold
and edges indicate that the products are purchased together. The
ogbn-papers100M dataset, also part of OGB, represents the Mi-
crosoft Academic Graph (MAG), where nodes are papers and edges
indicate citation relationships. For the Reddit, ogbn-products, and
ogn-papers-100M datasets, we used the input features and labels
that were provided with the datasets.

The products-14M datasets is a larger Amazon products net-
work [27]. The Isolate-3-8M dataset is a subgraph of a protein simi-
larity network in HipMCL’s data repository [5]. The europe_osm
dataset, part of the 10th DIMACS Implementation Challenge [14],
represents OpenStreetMap data for Europe, where nodes corre-
spond to geographical locations, and edges represent roads con-
necting these points. For the Isolate-3-8M, products-14M, and eu-
rope_osm datasets, we randomly generated input features with
a size of 128, and generated labels with 32 classes based on the
distribution of node degrees.

Table 4: Details of graph datasets used for experiments.

Dataset # Nodes #Edges  #Non-zeros # Features # Classes
Reddit 232,965 57,307,946 114,848,857 602 41
ogbn-products 2,449,029 61,859,140 126,167,053 100 47
Isolate-3-8M 8,745,542 654,620,251  1,317,986,044 128 32
products-14M 14,249,639 115,394,635 245,036,907 128 32
europe_osm 50,912,018 54,054,660 159,021,338 128 32
ogbn-papers100M 111,059,956  1,615,685,872  1,726,745,828 100 172

For all the experiments, we create a GNN with three GCN layers
and a hidden dimension of 128, as increasing the model size beyond
that has diminishing returns on the model’s generalization capa-
bilities as shown in Jia et al. [17]. We train for ten epochs in each
trial, and take the average performance of the last eight epochs
to account for initial fluctuations. For each experiment, we run
three independent trials and report the average epoch time over
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three trials. We validated Plexus against PyTorch Geometric for
correctness as shown in Figure 7.

Validation of Plexus against Pytorch Geometric (Perlmutter)
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Figure 7: Validating Plexus against a serial PyTorch Geomet-
ric baseline on 16 GPUs of Perlmutter with ogbn-products.

6.3 Comparison with Other Frameworks

We compare the performance of Plexus with that of SA, a sparsity-
aware implementation of CAGNET [26], and BNS-GCN [41], two
SOTA frameworks for distributed full-graph GNN training that
have previously been run on hundreds of GPUs as seen in Table 1.
We also compare with a variant of SA that uses datasets parti-
tioned using GVB [2], a graph partitioner used by the authors to
improve performance (SA+GVB). We contacted the authors to con-
firm that SA is the most recent and best performing implementation
of CAGNET.

For BNS-GCN, we use a boundary sampling rate of 1.0 since
Plexus makes no approximations and we are interested in compar-
ing with similar settings. This is akin to vanilla partition parallelism
with METIS. We made a small modification to the BNS-GCN code
that resolved a bug that led to crashes during training when the
boundary size was 0. We also contacted the authors of BNS-GCN
regarding unexpectedly high runtimes with METIS, but did not
receive a response in time to compare against it. We only compare
with these frameworks on Perlmutter as we encountered frequent
stability issues and memory errors on Frontier, preventing us from
running experiments reliably.

7 Scaling Results

Finally, we present the results of our scaling experiments across
six graph datasets on both Perlmutter and Frontier, and compare
Plexus with SA, SA+GVB, and BNS-GCN.

7.1 Comparison with SOTA Frameworks

We compare Plexus to the other frameworks only on the Reddit,
Isolate-3-8M, and products-14M datasets. ogbn-papers100M results
were limited due to partitioning timeouts after 5 hours (BNS-GCN)
and out-of-memory issues (SA, SA+GVB). Figure 8 shows these
comparative evaluation results. For Reddit, SA performs better at
4 GPUs, but does not scale beyond that. SA+GVB demonstrates
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Strong scaling on Reddit (Perlmutter)

Strong scaling on Isolate-3-8M (Perlmutter)
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Strong scaling on products-14M (Perlmutter)
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Figure 8: Comparison of strong scaling performance of Plexus, SA, SA+GVB, and BNS-GCN for several datasets on Perlmutter.

somewhat better performance than SA upto 64 GPUs, but also with
poor scaling. BNS-GCN scales similarly to SA but is slower in terms
of absolute time. Plexus is the only framework that achieves good
strong scaling up to 128 GPUs, and a 6X speedup over BNS-GCN
on 32 GPUs and 9% over SA on 128 GPUs.

On Isolate-3-8M, both SA and SA+GVB failed to run due to out-
of-memory issues. BNS-GCN scales well to 64 GPUs, but quickly
degrades in performance beyond this point. Plexus achieves a 3.8x
speedup over BNS-GCN at 256 GPUs, and scaling further to 1024
GPUs. BNS-GCN’s fine-grained communication is good at a small
scale, but has two key issues at larger scales. First, the partitioner
starts to divide denser subgraphs, resulting in a larger number of
boundary nodes. Second, BNS-GCN utilizes the all-to-all collective
during communication. Compared to ring-based collectives used
in Plexus where GPUs only communicate with their neighbors,
all-to-alls send more long-distance messages, which leads to higher
latency. Without sampling boundary nodes, METIS is insufficient
for BNS-GCN to achieve comparable performance at scale.

For the products-14M dataset, we observe a similar pattern to
Isolate-3-8M, where BNS-GCN scales well till 64 GPUs, but then
the performance drops sharply following that. SA, on the other
hand, starts off with a higher absolute time but is able to scale
comparatively better up to 128 GPUs. We tried running it on 256
GPUs, but the job timed out at 20 minutes. SA+GVB performs better
than SA for 8 and 16 GPUs, but has a drastic increase in time after
that. We observe that Plexus scales up to 1024 GPUs and performs
better than both frameworks. It achieves a 2.3x speedup over SA
on 128 GPUs and a 4x speedup over BNS-GCN on 256 GPUs.

In order to understand the inflection point between BNS-GCN
and Plexus at 64 GPUs further, we look at the breakdown of epoch
times in Figure 9. At 32 GPUs, BNS-GCN completes an epoch faster
than Plexus primarily due to having a lower communication time,
which can be attributed to the fine-grained communication pattern
of partition parallelism. In Plexus, on the other hand, the commu-
nication time is higher since the collectives are performed on the
full dense outputs, and Plexus does not have sparsity-aware modi-
fications like SA. The inefficiency of the all-to-all communication
pattern employed by BNS-GCN becomes evident at 64 GPUs.

Another interesting observation is that the computation scaling
for the two frameworks also differs. While Plexus shows notable
improvements in the computation time from 32 GPUs to 256 GPUs,
BNS-GCN’s computation time increases with the number of GPUs.

Breakdown of BNS-GCN and Plexus (Perlmutter)
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Figure 9: Breakdown of epoch times for BNS-GCN and Plexus
on 32-256 GPUs of Perlmutter with products-14M.

After further investigation, we found that the total number of nodes
across partitions, including boundary nodes, increased from 18M to
22M for BNS-GCN when going from 32 to 256 GPUs. This explains
why the local computation of a partition also increases in addition
to the poor scaling of communication.

Overall, Plexus outperforms BNS-GCN, SA, and SA+GVB across
the three datasets. While BNS-GCN and SA are more efficient at
small scales due to sparsity-aware communication, they struggle
at larger scales. Plexus scales well to 1024 GPUs with the lowest
absolute epoch times. Its scaling is also more consistent across
datasets, even performing competitively at small scales. All of this
is achieved without a graph partitioner. Unlike METIS, which timed
out for some datasets, and GVB, which ran out of memory on obgn-
papers100M at 32 GPUs (as noted by SA’s authors in [26]), Plexus’
double permutation scheme mitigates load imbalance scalably with
minimal overheads.

7.2 Strong Scaling of Plexus

In addition to the three datasets discussed above, we also ran Plexus
on three other datasets to demonstrate its strong scaling capabilities
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Strong scaling on all datasets (Perlmutter)
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Strong scaling on all datasets (Frontier)
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Figure 10: Strong scaling performance of Plexus for six graph datasets of different sizes (Table 4) on both Perlmutter (left) and
Frontier (right). Note that the x-axis shows GPUs for Perlmutter and GCDs for Frontier.

on both Perlmutter and Frontier (Figure 10). The sparsity level of
a graph determines the communication to computation ratio in
Plexus. As a result, Plexus scales better with Reddit, a denser graph
compared to ogbn-products on Perlmutter (left plot). When training
with ogbn-products, Plexus becomes communication-dominated
quicker than Reddit, explaining the increasing gap between the
performance for the two datasets (on Perlmutter). This effect can
similarly be seen with Isolate-3-8M and products-14M. Even though
products-14M has more nodes than Isolate-3-8M, the latter is denser.
This explains why Plexus is slower with Isolate-3-8M at 16 GPUs
where the computation cost is significant, but for products-14M,
which is more communication dominated, eventually Plexus takes
longer beyond 64 GPUs. We also show results for europe_osm on
1024 GPUs and ogbn-papers100M on 2048 GPUs of Perlmutter. We
observe that the scaling with ogbn-papers100M starts to slow down
at 2048 GPUs, at which point the computation cost is marginal.
This is, to the best of our knowledge, the largest number of GPUs
that have been used for parallel full-graph GNN training to date.

On Frontier (right plot), we notice generally better trends with
all datasets when compared to those on Perlmutter. This is be-
cause the SpMM times on AMD GPUs were an order of magnitude
higher than on NVIDIA GPUs, allowing Plexus to scale better. The
trends observed on Perlmutter for Reddit and ogbn-products do not
hold here, and we do not observe a growing gap between the two
datasets. Similarly, Plexus is consistently slower with Isolate-3-8M
than with products-14M since the former has a higher number of
edges. We also observe that Plexus demonstrates poorer scaling
with europe_osm, a sparser graph than both products-14M and
Isolate-3-8M. Finally, we observe that Plexus demonstrates impres-
sive scaling for ogbn-papers100M, which is the largest graph dataset
we ran with, on up to 2048 GCDs.

8 Conclusion

GNN training has often relied on approximations such as mini-batch
sampling due to the high memory requirements of large graphs.

In the absence of efficient and scalable full-graph alternatives, this
approach has become the default in many modern frameworks. In
this work, we present Plexus, a three-dimensional parallel frame-
work for full-graph GNN training that adapts Agarwal et al’s 3D
parallel matrix multiplication algorithm [3] to scale training with
billion-edge graphs to thousands of GPUs. Plexus includes a per-
formance model that selects an optimal 3D configuration based on
communication and computation costs, and incorporates several op-
timizations to further enhance performance. These include a double
permutation scheme to reduce load imbalance, and blocked aggre-
gation to minimize variability. Plexus also offers an easy-to-use API,
eliminating the need for a graph partitioner and featuring a parallel
data loading utility that reduces CPU memory usage. Overall, this
work marks a significant step forward in making full-graph GNN
training, a notoriously challenging problem to scale, both practical
and efficient.
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